Module One:

Creating & Attacking Caesar Ciphers

# Grading

Total points: 45

**[5 points]** Your submission is labeled as “cyb404\_module01\_lab00\_[nau\_id]\_[lastname]\_[firstname].zip.” For example, if I were to submit a file, it would be labeled as cyb404\_module01\_lab00\_mv668\_vigil-hayes\_morgan.zip. **FAILURE TO COMPLY WITH THIS STEP CAN LEAD TO A ZERO GRADE.**

**[5 points]** Your submission files are correctly formatted.

* [1 points] The Caesar cipher code is all contained in a file caesar\_cipher.py
* [1.5 points] There is a comment for every functional unit of code that details the purpose of the cipher code.
* [1 points] The Caesar cipher brute force attack code is all contained in a file caesar\_cipher\_cracker.py
* [1.5 points] There is a comment for every functional unit of code that details the purpose of the attack code.

**[15 points]** Your Caesar cipher correctly encrypts and decrypts plaintext alphabet messages given positive or negative integers

* [5 points] Correct response to Q00
* [5 points] Correct response to Q01
* [5 points] Correct response to Q02

**[10 points]** Your Caesar cipher cracker correctly attacks and identifies the correct plaintext message given just an encrypted message as demonstrated by a correct response to Q03.

# Part 1: Implementing a Caesar cipher

The Caesar Cipher is an encryption algorithm that takes in a ***key*** (integer) and **text** (string). It encrypts the **text**by moving every letter of the **text** “forward” in the alphabet a total of ***key*** places. This ***key***acts as the password that will be required to decrypt the encrypted **text**.

Today, we will use this algorithm for **text** containing only the following: uppercase alphabet (A-Z), lowercase alphabet (a-z) and the empty space character. For example, here is an implementation of Caesar Cipher using ***key***= 3.

![seen is a row of XYZABCDEF... and another row of ...ABCDEFGHI and Implementation of Caeser Cipher with key=3, A to D, B to E, C to F](data:image/jpeg;base64,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)Implementation of Caesar Cipher with ***key***= 3

In the example, A → D, B → E, C → F etc. The letters move three places “forward.” Notice how this “wraps around” when you get to X? X → A, Y → B and Z → C. You can think of the alphabet as a clock that starts at A and goes clockwise up to Z and then back to A again. *What do you think happens if****key****= -3? Hint: look at the arrows.*

**In this lab, you will be implementing a Caesar cipher based on the starter code I provide in caesar\_cipher\_starter.py**

The places where you need to focus your implementation efforts are highlighted with the #TODO comment.

You will use ASCII codes to manipulate the characters in our text. Let’s link this to the Caesar Cipher algorithm. When ***key***= 3, A (065) → D (068) and X (088) → A (065). Notice how we don’t always just add ***key***to the ASCII code? This is because of the “wrap around” rule. X (088) has to go back to A, which is 065 not 091. Remember, A-Z is 065-090 and a-z is 097-122 in ASCII. We will need to take this into account when we write our code.

Python has two special functions that let us manipulate characters and their ASCII codes. They are **chr** and **ord**. We will use them in our code. Here is how they work:

|  |  |
| --- | --- |
| 1  2  3  4 | >>> ord("a")  # What is the ASCII code representation of alphabet letter "a"?  97  >>> chr(97)   # What character does the ASCII code 97 represent?  "a" |

Note, when using ASCII, your code should be able to treat uppercase and lowercase letters differently. Your code should be able to correctly encode alphanumeric inputs and preserve spacing. It should be able to handle both negative and positive integers as key inputs.

Your code should run with the following:

python3 caesar\_cipher\_starter.py -f <decrypt | encrypt> -m <message> -k <key>

**Q00.** To test the correctness of your Caesar cipher, provide the encrypted version of the message “Hello World” using a key of 34.

**Q01.** To test the correctness of your Caesar cipher, provide the encrypted version of the message “Network cybersecurity” using a key of -5.

**Q02.** To test the correctness of your Caesar cipher, provide the decrypted version of the message “O gs voiqrk Xoiq” assuming a key of 32.

# Part 2: Cracking the Caesar cipher

As you can probably already tell (and based on your reading), the Caesar cipher is relatively easy to hack.

**Write a script called caesar\_cipher\_cracker.py that takes an encrypted message as input and attempts to identify the plaintext message without a key being provided.** *Hint: There are only 25 possible unique messages based on your message clock.*

**Q03.** Demonstrate your attack script’s ability to attack the Caesar cipher by decrypting the following message:

Yrzc Trvjri

Plaintext: